# Python OOP Exam - 6 April 2024
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*In the bustling world of digital influence, our Influencer Manager App is designed to facilitate the coordination and management of influencer marketing campaigns. The app features a system for registering influencers, creating various types of campaigns with different budgets and engagement requirements, and tracking influencer participation and payments. It enables influencers to join campaigns, calculates payments based on specific rules, and provides functionality to initiate and monitor campaign statistics. The app serves as a centralized platform for orchestrating influencer marketing activities, ensuring smooth collaboration between brands and influencers.*
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![](data:image/png;base64,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)

**Judge Upload**

For the **first two problems**, create a **zip** file with the **project** **folder** and **upload it** to the judge system.

For the **last problem**, create a **zip** file with the **test folder** and **upload it** to the judge system.

You do not need to include **your venv, .idea, pycache, and \_\_MACOSX (for Mac users) in the zip file**, so you do not exceed **the maximum allowed size** of **16.00 KB**.

# Structure (Problem 1) and Functionality (Problem 2)

Our task is to implement all the classes' structure and functionality (properties, methods, inheritance, abstraction, etc.)

You are **free to add additional attributes** (instance attributes, class attributes, methods, dunder methods, etc.) to simplify your code and increase readability as long as it does not change the project's final result in accordance with its requirements so that the program works properly.

## Class BaseCampaign

In the **base\_campaign.py** file, the class **BaseCampaign** should be implemented. It is a **base class** for any **type of campaign**,and it **should not be able to be instantiated**.

### Structure

The class should have the following attributes:

* **campaign\_id: int**
  + An integer representing the **unique identifier** for each campaign.
  + If the **id is not a positive number** (**greater than zero**), raise a ValueError with the message:

**"Campaign ID must be a positive integer greater than zero."**

* Additionally, the **campaign id should be unique**. If it is not, a ValueError will be raised with the following message:

**"Campaign with ID {campaign\_id} already exists. Campaign IDs must be unique."**

* **Hint: You can keep the unique campaign IDs in a suitable collection as a class attribute and check if the new one is already there. Raise a** ValueError if it is there or add it to the collection if it is not.
* **brand: str**
  + A string representing the **name of the brand** associated with the campaign.
* **budget: float**
  + Representing the **budget required** for the campaign.
* **required\_engagement: float**
  + A **floating-point number** representing the **minimum engagement rate required** for an influencer to be eligible for the campaign.
* **approved\_influencers: list**
  + **Initially** set to an **empty list**. Will be **storing influencers objects** for the **campaign** if they meet the eligibility criteria.

### Methods

#### \_\_init\_\_(campaign\_id: int, brand: str, budget: float, required\_engagement: float)

* In the **\_\_init\_\_** method, all the needed attributes must be set.

#### check\_eligibility(engagement\_rate: float)

* This method is designed to determine whether an **influencer is eligible to participate in a campaign** based on their **engagement rate**.
* Keep in mind that **each type of campaign** implements the method.

## Class HighBudgetCampaign

In the **high\_budget\_campaign.py** file, the class **HighBudgetCampaign** should be implemented. A high-budget campaign is a **type of campaign**. Each high-budget campaign has a budget of **$5000.0**.

### Methods

#### \_\_init\_\_(campaign\_id: int, brand: str, required\_engagement: float)

* In the **\_\_init\_\_** method, all the needed attributes must be set.

#### check\_eligibility(engagement\_rate: float)

* This method takes an **engagement\_rate** parameter. The **influencer** is **eligible** for the **campaign** only if their **engagement rate** is **greater than or equal** to **120%** of the **required engagement rate**.
* **Returns** a **Boolean** value (**True** or **False**).

## Class LowBudgetCampaign

In the **low\_budget\_campaign.py** file, the class **LowBudgetCampaign** should be implemented. A low-budget campaignis a **type of campaign**. Each low-budget campaign has a budget of **$2500.0**.

### Methods

#### \_\_init\_\_(campaign\_id: int, brand: str, required\_engagement: float)

* In the **\_\_init\_\_** method, all the needed attributes must be set.

#### check\_eligibility(engagement\_rate: float)

* This method takes an **engagement\_rate** parameter. The **influencer** is **eligible** for the **campaign** only if their **engagement rate** is **greater than or equal** to **90%** of the **required engagement rate**.
* **Returns** a **Boolean** value (**True** or **False**).

## Class BaseInfluencer

In the **base\_influencer.py** file, the class **BaseInfluencer** should be implemented. It is a base class for any type of **influencer**, and it should not be able to be instantiated.

### Structure

The class should have the following attributes:

* **username:** str
  + The value represents the **username of the influencer**.
  + If the name is **an empty string or contains only white spaces**, raise a ValueError with the message: **"Username cannot be empty or consist only of whitespace!"**
* **followers: int** 
  + Represents the **number of followers** the influencer has.
  + Validation checks ensure that the **number** of **followers is greater than or equal to zero**. If not, a ValueError is raised with the message:

**"Followers must be a non-negative integer!"**

* **engagement\_rate: float**
  + Represents the **engagement rate of the influencer** as a floating-point number.
  + Validation checks ensure that the engagement rate falls **within the range [0.0, 5.0] inclusive**. If not, a ValueError is raised with the message:

**"Engagement rate should be between 0 and 5."**

* **campaigns\_participated: list**
  + Keeps **track** of the **campaigns** in which the **influencer has participated**.
  + **Initially** set to an **empty list**. Will store **campaigns objects**.

### Methods

#### \_\_init\_\_(username: str, followers: int, engagement\_rate: float)

* In the **\_\_init\_\_** method, all the needed attributes must be set.

#### calculate\_payment(campaign: BaseCampaign)

* This method is responsible for **determining the payment** an influencer should **receive for participating** in a specific campaign.
* Keep in mind that each **type of influencer** has a **different payment percentage**, and it will implement the **method differently**.

#### reached\_followers(campaign\_type: str)

* The method returns the **calculated reached followers** based on the type of campaign the influencer participated in.
* Keep in mind that **each type of influencer** can implement the **method differently**.

#### display\_campaigns\_participated()

Returns a **string** with **information** about the **influencer**, including the **participated campaigns**:

* + If the influencer has **not participated** in any campaigns, it returns a message in the following format:  
    **"{username} has not participated in any campaigns."**
  + If the influencer has **participated** in campaigns, it returns a message in the following format (when you list the campaigns, **before the dash**, there are exactly **two spaces**):  
    **"{type\_of\_influencer} :) {username} :) participated in the following campaigns:**

**- Campaign ID: {campaign\_id1}, Brand: {brand1}, Reached followers: {reached\_followers}**

**- Campaign ID: {campaign\_id2}, Brand: {brand2}, Reached followers: {reached\_followers}**

**…**

**- Campaign ID: {campaign\_idn}, Brand: {brandn}", Reached followers: {reached\_followers}"**

* **Hint**: You can use the method **reached\_followers()**

## Class PremiumInfluencer

In the **premium\_influencer.py** file, the class **PremiumInfluencer** should be implemented. The Premium influencer is a **type of influencer**. Each influencer has an **initial payment percentage of 85%**.

### Methods

#### \_\_init\_\_(username: str, followers: int, engagement\_rate: float)

* In the **\_\_init\_\_** method, all the needed attributes must be set.

#### calculate\_payment(campaign: BaseCampaign)

* This method takes a **campaign** parameter.
* The **payment** is calculated by multiplying the **campaign's budget** by the **influencer's payment percentage**.
* The method **returns** a **floating-point value** representing the calculated **payment**.

#### reached\_followers(campaign\_type: str)

This method takes a **campaign\_type** as a string parameter and **calculates** the **reached followers** based on the influencer's attributes and the specific adjustments associated with the given campaign type. The **campaign\_type** parameter is used to determine which type of campaign the influencer participated in.

* If the **campaign\_type** is **"HighBudgetCampaign"** the **reached followers** are **calculated** by **multiplying** the **influencer's followers** by their **engagement rate** and then applying a **1.5 multiplier**.
* If the **campaign\_type** is **"LowBudgetCampaign"** the **reached followers** are **calculated** by **multiplying** the **influencer's followers** by their **engagement rate** and then applying a **0.8 multiplier**.

The method **returns** the **integer** representation of the **reached followers**.

## Class StandardInfluencer

In the **standard\_influencer.py** file, the class **StandardInfluencer** should be implemented. The Standard influencer is a **type of influencer**. Each influencer has an **initial payment percentage of 45%**.

### Methods

#### \_\_init\_\_(username: str, followers: int, engagement\_rate: float)

* In the **\_\_init\_\_** method, all the needed attributes must be set.

#### calculate\_payment(campaign: BaseCampaign)

* This method takes a **campaign** parameter.
* The **payment** is calculated by multiplying the **campaign's budget** by the **influencer's payment percentage**.
* The method **returns** a **floating-point value** representing the **calculated payment**.

#### reached\_followers(campaign\_type: str)

This method takes a **campaign\_type** as a string parameter and **calculates** the **reached followers** based on the influencer's attributes and the specific adjustments associated with the given campaign type. The **campaign\_type** parameter is used to determine which type of campaign the influencer participated in.

* If the **campaign\_type** is **"HighBudgetCampaign"** the **reached followers** are **calculated** by **multiplying** the **influencer's followers** by their **engagement rate** and then applying a **1.2 multiplier.**
* If the **campaign\_type** is **"LowBudgetCampaign"** the **reached followers** are **calculated** by **multiplying** the **influencer's followers** by their **engagement rate** and then applying a **0.9 multiplier.**

The method **returns** the **integer** representation of the **reached** **followers**.

## Class InfluencerManagerApp

In the **influencer\_manager\_app.py** file, the class **InfluencerManagerApp** should be implemented. It will contain the functionality of the project.

### Structure

The class should have the following attributes:

* **influencers: list**
  + **Initially** an **empty list** to store all **influencer objects** registered with the Influencer Manager.
* **campaigns: list**
  + **Initially** an **empty list** to store all **campaign objects** that are scheduled to start.

### Methods

#### \_\_init\_\_()

* In the **\_\_init\_\_** method, all the needed attributes must be set.

#### register\_influencer(influencer\_type: str, username: str, followers: int, engagement\_rate: float):

The method **creates** an **influencer** of the given type and **adds** it to the **influencers** collection.

* If the influencer's type is **not valid**, return the following message:   
  **"{influencer\_type} is not an allowed influencer type."**
* If an influencer with the same **username** is already added to the list, do not duplicate records, return the following message:  
  **"{username} is already registered."**
* If none of the above cases is reached, the **influencer** is successfully created. Store the influencer in the appropriate collection and return it:  
  **"{username} is successfully registered as a {influencer\_type}."**
* Valid types of influencers are: **"PremiumInfluencer"** and **"StandardInfluencer"**

#### create\_campaign(campaign\_type: str, campaign\_id: int, brand: str, required\_engagement: float)

The method **creates** a campaign of the given type and **adds** it to the **campaigns** collection. The method is responsible for **allowing a new campaign to be created**.

* First, check if the **campaign type** is valid. If **not**, return the following message:  
  **"{campaign\_type} is not a valid campaign type."**
* If a **campaign** with the **same** **id** is **already added** to the **list**, do **not try to create** a new one, **return** the following message instead:  
  **"Campaign ID {campaign\_id} has already been created."**
* If the above case is not reached, create the correct type of **campaign** and **add** it to the appropriate collection. **Return** the following message:  
  **"Campaign ID {campaign\_id} for {brand} is successfully created as a {campaign\_type}."**
* Valid types of campaigns are: **"HighBudgetCampaign"** and **"LowBudgetCampaign"**

#### participate\_in\_campaign(influencer\_username: str, campaign\_id: int):

The method allows an **influencer to join a specific campaign**. It performs the **following checks**:

* **Influencer Validation:**
  + Check if the **influencer** with the given **username** is registered.
  + If **not found**, **return** the following message:  
    **"Influencer '{influencer username}' not found."**
* **Campaign Validation:**
* Verifies the existence of the **campaign** with the specified **campaign\_id**.
* If not found, **return** the following message:  
  **"Campaign with ID {campaign\_id} not found."**
* **Participation Check:**
  + Utilizes the **check\_eligibility** method to determine if the influencer is eligible to join.
  + If ineligible, **returns**:  
    **"Influencer '{influencer\_username}' does not meet the eligibility criteria for the campaign with ID {campaign\_id}."**
* **Payment Processing:**
  + Calculates the payment for the influencer.
  + If the **influencer payment** is **greater than zero** (**0.0**):
    - **Add** the **influencer** to the **approved influencers list** of the **campaign**
    - **Adjust** the **campaign's budget** (subtract the calculated payment)
    - **Add** the **campaign** to the **participated campaigns list** of the **influencer**
    - **Returns**:  
      **"Influencer '{influencer\_username}' has successfully participated in the campaign with ID {campaign\_id}."**
  + Otherwise do nothing.

#### calculate\_total\_reached\_followers()

* This method computes the **total number** of reached **followers (integer value)** for **each campaign** based on the **influencers** who **participated** in those **campaigns**.
* The method **returns** a **dictionary** with **key-value pairs** containing a **campaign object** as a **key** and the **total followers** as a **value**:

**{campaign\_object1: total\_followers, campaign\_object2: total\_followers, … }**

* If a **campaign** does **not have** any **participating influencers** (hence there are **no followers**), **do not include it** in theresult.
* **Hint**: You can use the designated **influencer's** method **reached\_followers()** and **campaigns\_participated** property

#### influencer\_campaign\_report(username: str):

The method generates a **report of campaigns** in which the specified influencer has participated. The username will always be a **valid string** of **existing** **influencer**.

* **Display details of the campaigns** they have taken part in in the following format:
  + If the influencer has **not participated** in any campaigns, it **returns** a message in the following format:  
    **"{username} has not participated in any campaigns."**
  + If the influencer has **participated** in campaigns, it returns a message in the following format (when you list the campaigns, **before the dash**, there are exactly **two spaces**):  
    **"{type\_of\_influencer} :) {username} :) participated in the following campaigns:**

**- Campaign ID: {campaign\_id1}, Brand: {brand1}, Reached followers: {reached\_followers}**

**- Campaign ID: {campaign\_id2}, Brand: {brand2}, Reached followers: {reached\_followers}**

**…**

**- Campaign ID: {campaign\_idn}, Brand: {brandn}", Reached followers: {reached\_followers}"**

* **Hint**: You can use the designated **influencer's** method **display\_campaigns\_participated()**

#### campaign\_statistics():

* **Returns** detailed information about the **Influencer Manager**.
* **Sort** the **campaigns by** the **total number** of **approved influencers**, **ascending**.
* If **multiple campaigns** have the **same** **number** of **approved influencers**, sort them in **descending order** by their **budgets**:  
  **"$$ Campaign Statistics $$  
   \* Brand: {brand1}, Total influencers: {approved\_influencers1}, Total budget: ${budget1}, Total reached followers: {total\_reached\_followers1}  
   \* Brand: {brand2}, Total influencers: {approved\_influencers2}, Total budget: ${budget2}, Total reached followers: {total\_reached\_followers2}  
  …  
   \* Brand: {brandn}, Total influencers: {approved\_influencersn}, Total budget: ${budgetn}, Total reached followers: {total\_reached\_followersn}"**
* There are exactly **two spaces before** the asterisk.
* The **budget** should be **formatted** to the **second decimal place**.

#### Examples

|  |
| --- |
| **Input** |
| **from project.influencer\_manager\_app import InfluencerManagerApp  manager = InfluencerManagerApp()**  *# Register influencers* **print(manager.register\_influencer("PremiumInfluencer", "JohnDoe", 50000, 4.2))**  **print(manager.register\_influencer("StandardInfluencer", "JaneSmith", 10000, 3.5))**  **print(manager.register\_influencer("PremiumInfluencer", "JohnDoe", 80000, 4.2))**  **print(manager.register\_influencer("InvalidInfluencer", "JohnDoe", 50000, 4.2))**  **print(manager.register\_influencer("StandardInfluencer", "AliceJohnson", 20000, 3.8))**  **print(manager.register\_influencer("PremiumInfluencer", "OliviaBennett", 80000, 4.5))**  **print(manager.register\_influencer("PremiumInfluencer", "DanielRodriguez", 90000, 4.8))**  **print(manager.register\_influencer("PremiumInfluencer", "EmilyTurner", 1000000, 5.0))**  *# Create campaigns*  **print(manager.create\_campaign("LowBudgetCampaign", 1, "TechGurus", 4.0))**  **print(manager.create\_campaign("HighBudgetCampaign", 2, "FashionTrendz", 3.0))**  **print(manager.create\_campaign("LowBudgetCampaign", 1, "FashionTrendz", 3.0))**  **print(manager.create\_campaign("LowBudgetCampaign", 3, "QuantumFusion", 3.0))**  **print(manager.create\_campaign("InvalidCampaign", 4, "FoodieDelights", 2.5))**  *# Participate in campaigns*  **print(manager.participate\_in\_campaign("JohnDoe", 1))**  **print(manager.participate\_in\_campaign("JaneSmith", 2))**  **print(manager.participate\_in\_campaign("AliceJohnson", 2))**  **print(manager.participate\_in\_campaign("AliceJohnson", 1))**  **print(manager.participate\_in\_campaign("NonExistentInfluencer", 1))**  **print(manager.participate\_in\_campaign("AliceJohnson", 3))**  **print(manager.participate\_in\_campaign("JohnDoe", 2))**  **print(manager.participate\_in\_campaign("JaneSmith", 4))**  **print(manager.participate\_in\_campaign("JaneSmith", 1))**  **print(manager.participate\_in\_campaign("OliviaBennett", 3))**  **print(manager.participate\_in\_campaign("DanielRodriguez", 3))**  **print(manager.participate\_in\_campaign("EmilyTurner", 3))**  *# Print influencer campaign reports and campaign statistics*  **print(manager.influencer\_campaign\_report("JohnDoe"))**  **print(manager.influencer\_campaign\_report("JaneSmith"))**  **print(manager.campaign\_statistics())** |

|  |
| --- |
| **Output** |
| **JohnDoe is successfully registered as a PremiumInfluencer.**  **JaneSmith is successfully registered as a StandardInfluencer.**  **JohnDoe is already registered.**  **InvalidInfluencer is not an allowed influencer type.**  **AliceJohnson is successfully registered as a StandardInfluencer.**  **OliviaBennett is successfully registered as a PremiumInfluencer.**  **DanielRodriguez is successfully registered as a PremiumInfluencer.**  **EmilyTurner is successfully registered as a PremiumInfluencer.**  **Campaign ID 1 for TechGurus is successfully created as a LowBudgetCampaign.**  **Campaign ID 2 for FashionTrendz is successfully created as a HighBudgetCampaign.**  **Campaign ID 1 has already been created.**  **Campaign ID 3 for QuantumFusion is successfully created as a LowBudgetCampaign.**  **InvalidCampaign is not a valid campaign type.**  **Influencer 'JohnDoe' has successfully participated in the campaign with ID 1.**  **Influencer 'JaneSmith' does not meet the eligibility criteria for the campaign with ID 2.**  **Influencer 'AliceJohnson' has successfully participated in the campaign with ID 2.**  **Influencer 'AliceJohnson' has successfully participated in the campaign with ID 1.**  **Influencer 'NonExistentInfluencer' not found.**  **Influencer 'AliceJohnson' has successfully participated in the campaign with ID 3.**  **Influencer 'JohnDoe' has successfully participated in the campaign with ID 2.**  **Campaign with ID 4 not found.**  **Influencer 'JaneSmith' does not meet the eligibility criteria for the campaign with ID 1.**  **Influencer 'OliviaBennett' has successfully participated in the campaign with ID 3.**  **Influencer 'DanielRodriguez' has successfully participated in the campaign with ID 3.**  **Influencer 'EmilyTurner' has successfully participated in the campaign with ID 3.**  **PremiumInfluencer :) JohnDoe :) participated in the following campaigns:**  **- Campaign ID: 1, Brand: TechGurus, Reached followers: 168000**  **- Campaign ID: 2, Brand: FashionTrendz, Reached followers: 315000**  **JaneSmith has not participated in any campaigns.**  **$$ Campaign Statistics $$**  **\* Brand: FashionTrendz, Total influencers: 2, Total budget: $412.50, Total reached followers: 406200**  **\* Brand: TechGurus, Total influencers: 2, Total budget: $206.25, Total reached followers: 236400**  **\* Brand: QuantumFusion, Total influencers: 4, Total budget: $4.64, Total reached followers: 4702000** |

# Task 3: Unit Tests (100 points)

You will **be provided with another skeleton** for this problem. **Open** the **new skeleton** as a **new project** and write tests for the **SocialMedia** class. The class will have some methods, fields, and one constructor, all of them working properly. You are **NOT ALLOWED** to change anything in the class code. Cover the whole class with unit tests to make sure that the class is working as intended. Submit **only the test** folder.